**Overview of JDBC**

JDBC defines how a Java program can communicate with a database. This section focuses  mainly on JDBC 2.0 API.  JDBC API provides two packages they are java.sql and javax.sql . By using JDBC API, you can connect virtually any database, send SQL queries to the database and process the results.

JDBC architecture defines different layers to work with any database and java, they are JDBC API interfaces and classes which are at top most  layer( to work with java ), a driver which is at middle layer (implements the JDBC API interfaces that maps java to database specific language) and a database which is at the bottom (to store physical data). The following figure illustrates the JDBC architecture.
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JDBC API provides interfaces and classes to work with databases. Connection interface encapsulates database connection functionality, Statement interface encapsulates SQL query representation and execution functionality and ResultSet interface encapsulates retrieving data which comes from execution of SQL query using Statement.

The following are the basic steps to write a JDBC program

        1. Import java.sql and javax.sql packages

        2. Load JDBC driver

        3. Establish connection to the database using Connection interface

        4. Create a Statement by passing SQL query

        5. Execute the Statement

        6. Retrieve results by using ResultSet interface

        7. Close Statement and Connection

We will look at these areas one by one, what type of driver you need to load, how to use Connection interface in the best manner, how to use different Statement interfaces, how to process results using ResultSet and finally how to optimize SQL queries to improve JDBC performance.

Note1: Your JDBC driver should be fully compatible with JDBC 2.0 features in order to use some of the suggestions mentioned in this section.

Note2: This Section assumes that reader has some basic knowledge of JDBC.

**Choosing right Driver**

Here we will walk through initially about the types of drivers, availability of drivers, use of drivers in different situations, and then we will discuss about which driver suits your application best.

Driver is the key player in a JDBC application, it acts as a mediator between Java application and database. It implements JDBC API interfaces for a database, for example Oracle driver for oracle database, Sybase driver for Sybase database. It maps Java language to database specific language including SQL.

JDBC defines four types of drivers to work with. Depending on your requirement you can choose one among  them.

Here is a brief description of each type of driver :

|  |  |  |  |
| --- | --- | --- | --- |
| Type of driver | Tier | Driver mechanism | Description |
| 1 | Two | JDBC-ODBC | This driver converts JDBC calls to ODBC calls through JDBC-ODBC Bridge driver which in turn converts to database calls. Client requires ODBC libraries. |
| 2 | Two | Native API - Partly - Java driver | This driver converts JDBC calls to database specific native calls. Client requires database specific libraries. |
| 3 | Three | JDBC - Net -All Java driver | This driver passes calls to proxy server through network protocol which in turn converts to database calls and passes through database specific protocol. Client doesn't require any driver. |
| 4 | Two | Native protocol - All - Java driver | This driver directly calls database. Client doesn't require any driver. |

Obviously the choice of choosing a driver depends on availability of driver and requirement. Generally all the databases support their own drivers or from third party vendors. If you don't have driver for your database, JDBC-ODBC driver is the only choice because all most all the vendors support ODBC. If you have tiered requirement ( two tier or three tier) for your application, then you can filter down your  choices, for example if your application is three tiered, then you can go for Type three driver between client and proxy server shown below. If you want to connect to database from java applet, then you have to use Type four driver because it is only the driver which supports that feature. This figure shows the overall picture of drivers from tiered perspective.
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This figure illustrates the drivers that can be used for two tiered and three tiered applications. For both two and three tiered applications, you can filter down easily to Type three driver but you can use Type one, two and four drivers for both tiered applications. To be more precise, for java applications( non-applet) you can use Type one, two or four driver. Here is exactly where you may make a mistake by  choosing a driver without taking performance into consideration. Let us look at that perspective in the following section.

Type 3 & 4 drivers are faster than other drivers because Type 3 gives facility for optimization techniques provided by application server such as connection pooling, caching, load balancing etc and Type 4 driver need not translate database calls to ODBC or native connectivity interface. Type 1 drivers are slow because they have to convert JDBC calls to ODBC through JDBC-ODBC Bridge driver initially and then ODBC Driver converts them into database specific calls. Type 2 drivers give average performance when compared to Type 3 & 4 drivers because the database calls have to be converted into database specific calls. Type 2 drivers give better performance than Type 1 drivers.

Finally, to improve performance

1. Use Type 4 driver for applet to database communication.

2. Use Type 2 driver for two tiered applications for communication between java client and the database that gives better performance when compared to Type1 driver

3. Use Type 1 driver if your database doesn't support a driver. This is rare situation because almost all major databases support drivers or you will get them from third party vendors.

4.Use Type 3 driver to communicate between client and proxy server ( weblogic, websphere etc) for three tiered applications that gives better performance when compared to Type 1 & 2 drivers.

**Optimization with Connection**

java.sql package in JDBC provides Connection interface that encapsulates database connection functionality. Using Connection interface, you can fine tune the following operations :

        1. Set optimal row pre-fetch value

        2. Use Connection pool

        3. Control transaction

        4. Choose optimal isolation level

        5. Close Connection when finished

Each of these operations effects the performance. We will walk through each operation one by one.

**1. Set optimal row pre-fetch value**

We have different approaches to establish a connection with the database, the first type of approach is :

        1. DriverManager.getConnection(String url)

        2. DriverManager.getConnection(String url, Properties props)

    3. DriverManager.getConnection(String url, String user, String password)

        4. Driver.connect(String url, Properties props)

When you use this approach, you can pass database specific information to the database by passing properties using Properties object to improve performance. For example, when you use oracle database you can pass default number of rows that must be pre-fetched from the database server and the default batch value that triggers an execution request. Oracle has default value as 10 for both properties. By increasing the value of these properties, you can reduce the number of database calls which in turn improves performance. The following code snippet illustrates this approach.

        java.util.Properties props = new java.util.Properties();

        props.put("user","scott");

        props.put("password","tiger");

        props.put("defaultRowPrefetch","30");

        props.put("defaultBatchValue","5");

        Connection con = DriverManger.getConnection("jdbc:oracle:thin:@hoststring", props);

You need to figure out appropriate values for above properties for better performance depending on application's requirement. Suppose, you want to set these properties for search facility, **you can increase defaultRowPrefetch so that you can increase performance significantly**.

***The second type of approach is to get connection from DataSource.***

You can get the connection using javax.sql.DataSource interface. The advantage of getting connection from this approach is that the DataSource works with JNDI. The implementation of DataSource is done by vendor, for example you can find this feature in weblogic, websphere etc. The vendor simply creates DataSource implementation class and binds it to the JNDI tree. The following code shows how a vendor creates implementation class and binds it to JNDI tree.

        DataSourceImpl dsi = new DataSourceImpl();

        dsi.setServerName("oracle8i");

        dsi.setDatabaseName("Demo");

        Context ctx = new InitialContext();

        ctx.bind("jdbc/demoDB", dsi);

This code registers the DataSourceImpl object to the JNDI tree, then the programmer can get the DataSource reference from JNDI tree without knowledge of the underlying technology.

        Context ctx = new InitialContext();

        DataSource ds = (DataSource)ctx.lookup("jdbc/demoDB");

        Connection con = ds.getConnection();

By using this approach we can improve performance. Nearly all major vendor application servers like weblogic, webshpere implement the DataSource by taking connection from connection pool rather than a single connection every time. The application server creates connection pool by default. We will discuss the advantage of connection pool to improve performance in the next section.

**2. Use Connection pool**

Creating a connection to the database server is expensive. It is even more expensive if the server is located on another machine. Connection pool contains a number of open database connections with minimum and maximum connections, that means the connection pool has open connections between minimum and maximum number that you specify. The pool expands and shrinks between minimum and maximum size depending on incremental capacity. You need to give minimum, maximum and incremental sizes as properties to the pool in order to maintain that functionality. You get the connection from the pool rather directly .For example, if you give properties like min, max and incremental sizes as 3, 10 and 1 then pool is created with size 3 initially and if it reaches it's capacity 3 and if a client requests a connection concurrently, it increments its capacity by 1 till it reaches 10 and later on it puts all its clients in a queue.

There are a few choices when using connection pool.

1. You can depend on application server if it supports this feature, generally all the application servers support connection pools. Application server creates the connection pool on behalf of you when it starts. You need to give properties like min, max and incremental sizes to the application server.

2. You  can use JDBC 2.0 interfaces, ConnectionPoolDataSource and PooledConnection if your driver implements these interfaces

3. Or  you can create your own connection pool if you are not using any application server or JDBC 2.0  compatible driver.

By using any of these options, you can increase performance significantly. You need to take care of properties like min, max and incremental sizes. The maximum number of connections to be given depends on your application's  requirement that means how many concurrent clients can access  your database and also it depends up on your database's capability to provide maximum number of connections.

**3. Control transaction**

In general, transaction represents one unit of work or bunch of code in the program that executes in it's entirety or none at all. To be precise, it is all or no work. In JDBC, transaction is a set of one or more Statements that execute as a single unit.

java.sql.Connection interface provides some methods to control transaction they are

        public interface Connection {

            boolean getAutoCommit();

            void        setAutoCommit(boolean autocommit);

            void        commit();

            void        rollback();

        }

JDBC's default mechanism for transactions:

By default in JDBC transaction starts and commits after each statement's execution on a connection. That is the AutoCommit mode is true. Programmer need not write a commit() method explicitly after each statement.

Obviously this default mechanism gives good facility for programmers if they want to execute a single statement. But it gives poor performance when multiple statements on a connection are to be executed because commit is issued after each statement by default that in turn reduces performance by issuing unnecessary commits. The remedy is to flip it back to AutoCommit mode as false and issue commit() method after a set of statements execute, this is called as batch transaction. Use rollback() in catch block to rollback the transaction whenever an exception occurs in your program. The following code illustrates the batch transaction approach.

try{

    connection.setAutoCommit(false);

    PreparedStatement ps = connection.preareStatement( "UPDATE employee SET Address=? WHERE name=?");

    ps.setString(1,"Austin");

    ps.setString(2,"RR");

    ps.executeUpdate();

    PreparedStatement ps1 = connection.prepareStatement( "UPDATE account SET salary=? WHERE name=?");

    ps1.setDouble(1, 5000.00);

    ps1.setString(2,"RR");

    ps1.executeUpdate();

    connection.commit();

    connection.setAutoCommit(true);

    }catch(SQLException e){ connection.rollback();}

    finally{

             if(ps != null){ ps.close();}

             if(ps1 != null){ps1.close();}

   if(connection != null){connection.close();}

    }

This batch transaction gives good performance by reducing commit calls after each statement's execution.

**4. Choose optimal isolation level**

Isolation level represent how a database maintains data integrity against the problems like dirty reads, phantom reads and non-repeatable reads which can occur due to concurrent transactions. java.sql.Connection interface provides  methods and constants to avoid the above mentioned problems by setting different isolation levels.

public interface Connection {

        public static final int  TRANSACTION\_NONE                             = 0

        public static final int  TRANSACTION\_READ\_COMMITTED         = 2

        public static final int  TRANSACTION\_READ\_UNCOMMITTED     = 1

        public static final int  TRANSACTION\_REPEATABLE\_READ       = 4

        public static final int  TRANSACTION\_SERIALIZABLE                 = 8

        int          getTransactionIsolation();

        void        setTransactionIsolation(int isolationlevelconstant);

}

You can get the existing isolation level with getTransactionIsolation() method and set the isolation level with setTransactionIsolation(int isolationlevelconstant) by passing above constants to this method.

The following table describes isolation level against the problem that it prevents :

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| Transaction Level | Permitted Phenomena | | | Performance impact |
|  | Dirty reads | Non  Repeatable reads | Phantom reads |  |
| TRANSACTION\_NONE | N/A | N/A | N/A | FASTEST |
| TRANSACTION\_READ\_UNCOMMITED | YES | YES | YES | FASTEST |
| TRANSACTION\_READ\_COMMITED | NO | YES | YES | FAST |
| TRANSACTION\_REPEATABLE\_READ | NO | NO | YES | MEDIUM |
| TRANSACTION\_SERIALIZABLE | NO | NO | NO | SLOW |

YES means that the Isolation level does not prevent the problem

NO means that the Isolation level prevents the problem

By setting isolation levels, you are having an impact on the performance as mentioned in the above table. Database use read and writes locks to control above isolation levels. Let us have a look at each of these problems and then look at the impact on the performance.

**Dirty read problem:**

The following figure illustrates Dirty read problem  :
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Step 1:     Database row has PRODUCT = A001 and PRICE = 10

Step 2:    Connection1 starts  Transaction1 (T1) .

Step 3:    Connection2 starts  Transaction2 (T2) .

Step 4:    T1 updates PRICE =20 for PRODUCT = A001

Step 5:    Database has now PRICE = 20 for PRODUCT = A001

Step 6:    T2 reads PRICE = 20 for PRODUCT = A001

Step 7:    T2 commits transaction

Step 8:    T1 rollbacks the transaction because of some problem

The problem is that T2 gets wrong PRICE=20 for PRODUCT = A001 instead of 10 because of uncommitted read. Obviously it is very dangerous in critical transactions if you read inconsistent data. If you  are sure about not accessing data concurrently  then you can allow this problem by setting TRANSACTION\_READ\_UNCOMMITED or TRANSACTION\_NONE that in turn improves performance otherwise you have to use TRANSACTION\_READ\_COMMITED to avoid this problem.

**Unrepeatable read problem:**

The following figure illustrates Unrepeatable read problem  :

![http://www.precisejava.com/javaperf/j2ee/JDBC_files/image008.gif](data:image/gif;base64,R0lGODlhQAIuAXcAMSH+GlNvZnR3YXJlOiBNaWNyb3NvZnQgT2ZmaWNlACH5BAEAAAAALAIAEwA9AhIBgQAAAAAAAP///wECAwL/hI+py+0Po5y02ouzC+FwDW5d8j3cOV5lyLbuC8fyTNf2jcvrmiOpwjMEF7sfZdhLKpfMpvMJjapSSFwVMLx6qMaJVgoOi8fksjlWFHaKJZQa+3OrP/L6mjvvpvPb9PcMGCg4SFgIs3cC97ZI18i4tqWIFZnYdrcY+fiG19hl+AkaKjpahjhimekoicrH48aqGoRi2ncpSYqbq7vLC0K7yvV6Omyn6GeLOmvEClcc69kbLT1NXfjLLDuMqQmLrH31m+pdTV5ufu50rc39vPm93gks74Mnn3wHja6/z98fMStum7M4ifLAE3bLUhaCfAy68wcxosSJIf5QvIgxo8ZR/xY3evwIMiSTjiJLmjyJMqVKkAUPCfEC4dQkInLQvPzng17LSflW+vxpiIrNIz1JzGRQ1BdRD0RIyAQKNSohT2z6ZHIHKeGOozNl4tuZE1OlqnMo0RHbpivSnEKlun0rRs/Np17nvqyrlmscnnz7UmVqFC8Qu3jpAoYm9ybcxYyXJDastk7YrJAV84VUuKnlSnMJPiVs9+hno6S5Nj6NWsfh0IaX3X2ddy9TzJEtAxYNWzZkyrEVjw4LPGnq4cS9uGq7m9a6vLaRlzXtu1ZkNvXOJowO3Tbu4ty7e9cgHPj38eTLD5YQ3rz69ezbu38PP778+fTr27+PP7/+/eXT8///DyA1/gXInTIGHohgggouyGCDDj4IYYQSIjjNgAQSF4AAGm7IYYcefghiiCKOSGKJJp6IYooqjmjhhS42keGKMs5IY4023oijAC2+yGMPMeYIZJBCDknkhjv2iGQNPxbJZJNOPsnhkYBImWRUS0KJZZZaykilGV1W+dOVW45JZplGVghmfzSeYGSJbH6IwoliGhlnm2aO+WWaeqow448xztmhn3DaaeOVHNyJ556KJgGom4EequOfkEap4ZKCVmoppBm+GSiljSJaZJ5jiLqoSJ+SyOmfleq4KqGPvqkqq7Ju2iqlnYKaJalh6FrqR6eaGGucsco6aKt1Bjurh2L//oorkLxK8WyvGjEL4qXDJktssdjaqeq1tbrabJPRStsrtdVOqumhsB4bJaeR+qnptuBmGy6T45K7qLl9Bultvf7ei++e+nIp5KT+HqwjmgGfNjDCDocLMIwLM/xwxRYHqvDEizV8ccdaRqwxkhx7TLKTIIfM48glrzzkySi7qDLLMuPoMqMvvxXzzDr3mfHNUOW8c9Ao1uzzfxynKifQ9NZpa6GYKp1r0VIDoaK1wNJLcNNQP0rs1k8SPXV+DRua7tPcfosuvGrfOiutkdL5qsGsuo31w2BbEXaYKyKdbLfzdo22sXGf7XfdIdLttck9541SzMGy2e0sytKZLrJN/xPersGST35px3ff8DnjHFV9drbeztk5tqdPPveqRwPuceiix3d02ma7K7irkKcq97LGri2n2STLPrtxPSFWUuKXC70z8cXjlJ120k8bKvPMO69aubeNRcxzzXhP0i7KW09+wtJgj+Ftoa2ml2m/lTN++dc/H0hb34uWVlfYgAW//P7fiD76rWU7uwFN+6LXv/8pkEsCPMNOBqKQVhwngFZYoAVTREEXZLCBo7qgB920OA5S74MkrFYIRYiR+JXQcyhcmApXaLENtjA1tUvd4eS2r8z5rkbremHLZoivsZVORDbMGqESB6+/OUyGFQHiCIf2KkwJz2pwk6Lw3sU2Sf+1rYqUw6EVDYcwJirFiSncG7oE9zhAUTF3ZDtj696oL8QN74Rk9Ifjfqcu1/1NbZKy3LwK97RM4W5bPuRXgugzoUQqcpGMbKQjHwnJBpGOjbaSI+tMR8nl9U2PUKxVIZ3VDIAgso7GMWMSsci71AnyXcD74+8o5yZhedFuBqnJJ8Q4RlLGRIWfhCHPakEMXJ7nfLr8By99uUSnLESY08sFM3s0S2Qu8C8NsKV3npmyXkqzWVLi33Cw+aJobtN/X/JmY8AJM22OE1GksqZjBFTMXa7zg9EyJ+jgGU8RzNODAHOnkvCZT6Soc59kcpk9T4LOC4mToEIDmz+TF9BqDoz/byyK5iD31UY3XlB2B91IQgm00Cx+q1p7VKIRLxfS+UWho0cAaESd0klYvg2LsLPUuQKZNqYx7YhgLB8FHwoTOkY0pZkrndssybZKqi6TdFveQMvERJby46MBIirr+njUQGpLqZbrat0MRc/6SdUcVAWQVWsauDd+ladwZConk9pT8oFzrC596RYwaDtU5hRcuIvXUpeKQ7DyExRALWtM7AqE8T2VoSbkSBbqitizBo+x7NSFZIQaUMlSNnbRoOstEQvTzcrPsCYI3yBIux/NijaG8POsA0FLj9X69ISuHRVs7ypb66F2gAI1LbRuq4bc6hazOrEGcOEgXJVOBKhg/9it2Bab3IJ51Lc5cC5+VBvdelm3NBlg7juBi93scpO4Faht9m4bXvGCarvi0SB1NXjc9Kr3TuytrnlzCVv5zheqVnqvCuIL3f3yEGf3Dao+nlXfF+hXwFtKMAJB518T7CMrCg7JghkcNWJCwbvlnbBe6nEd/eGDJQHG8N7Iy6gIqw9+7ONNAWtDYhNz9poRdnBv87cZ1hjQVyWW8dD6Y84q2FgzvclMb/rCYx9fbMinneBjz+EarVzlfl5xKP8CeGEl2wvFcaFQe8264i5ruWIONuyBwmy0w1B4Dz7q8ZhZNJ9DMrm1WylyM3UQyTzrec98jqR8GBTO84yGwxU+Lv9Q5kyOx+zYZob+J5ehjGYyKBotNUO0tGxsafS872eNdrSGL4JjFS+30z7JNE5482CIklolpj7sKu6s6lU3LiPwgLWpZD2UT1PEfqKWSKsVhen44tolj67jr4eNgWOTR9nI7jBh+wztaO8ZPM1uQbAJKzM3n7i71WbBtW+ZbZZ1s9tNLPauwr2ycZPbV6HQ9t7ETe11e4Sq7p5kydQt72m1G933jvdpu1vg+3wbDXWGXjUBWNQrxtVR/JIpKLk9FYinGqSQtTb7dmkCpw3LkvpF4sb55W9BBIOArlDzVQoSwVD2+tAV97YyHyGUogAtq2+l1cydRUiQS1zkpKHwZlr/4pzK6HjiQBwX0A0om4OvqU2C6tzNGw67HOGb589Zc8lLY+SRH3mo9xQxqmGdM8k1na1Lh3oRB7xzLw0d1UnfXm7Wvr7MzsA5B2w7EXjI9Lx70mlmNykD014K6mzvgcPUCl1QHvfxDPwQphjxl0lQdqbv1e9XgzpNH55sj9oaPov/bnn5PUfA75rZf94wn8QNb9Hn29f7Rn26Q776Xbc+3anPfOydrWtrgH7Gtr+9gTs7+3vX/r++/30v6L17Fqq++B7Gtuv7vXzmowP5zw9976VfoQW1W9rc7/4iYY99Ij/bQJvXJemrZGbyl5+U509S+q3Z/gKF/3ydSAx65y8+/1nwNr/4r2aTcc9//Sd+kkZd8VccBpgygTd1oIWAmdVrDUhDAuhAK7d+xuZ9F4iBGRghDEOBj/dSWfZm0pV7beZp+VVvIYgxI2gDAYceAIaCB1Nm9mVQLviC2hUmHdiC4HWCNWg+jYODLaWDPAgxCPWDFgCBqAGCQoh2wOdtRXh9jGc/EsWCUEYWu7KDNRiDvrBB9XRxrnZrsEF0baaEuHKEUzh3Z1hcwBBlsxaFK3WFL4iAZliCUNhizHGEErYdzfWGKNh+cth1jhZMdpgSvCZmY1hZKvhyQYGGW8eIsZaH0LKHIZiFNFFWRtd49xOGo4dyTghwhniITOgUuEA8d//YWZH4Zojmh08wipdmimM2ZKm4UjToifxVipNogrNoJtvFGebmRGdFUUQ0SzvFIjfUQ+u0W4THi0VnLmt0OCU1UjkUdchEWkjQeXZlVW1kRYN0LU63SnPjRagzTvTGia8VhElDRTQ3U8rCLn+Fjq4UjkExjvUji52EVfKyVnjkVf0iWO8ociRRjR+4jEbFVc5oj8iij5okjVPiW/84VHGUV7vTSoLUjTTVjp4kjDAkQwXGkA5YMH3HYBkUj6RAioyRhAtXNa3IWpA4kpHWkLhIi+kQkuIzjy6ZYY7hhBuZTyVJkyCUYv3Uci25kx8jg9X1kxwZlDU5dzEJaeV4lFD/YonnNJNNuWV0yDBRKZVEIiqw+IS8sJJwcY0aBYya1VRwoo2FUjnZVhFKmYOICJSoMkREhHdw+YxxmY4oCScA15W5dosMJ1NnyUps9Th/mY6AeVSn1EVqdHYpSRR5uYh7GUvnuEnPaHOAlTtdhDltFTyJSWZLsR6MKRViiY8FyTmYWZi9c1Wm4y6bo1RzqZjtpZU0gJPxRFSQeZlYM5kGyZo7lFUTRXbWJ0EfFZvF9JWnBJEOZ1N7540KZ5uvpJznUpzDpwwcUZQ5iURXeZe1VB+e2V+WZ51n4mWlx5TdiZWHFGdWKZ5Sl4xToYHryZ7tyZ7nGSrpKYFzB59YOZ8H/1ifP3Sf35SfIrifSNifOgeK/5kOAYp5x0egG4ZXmplwZLk1Yyl2OgmD8pmg3hZT/XJJ4MiaJzVEdlkoFXpOMTVFfaRVaaWOOMVHObVDCDlaIEqSCyqQgKSht0JzXqVWThVWLuqVWVOPMrpVl2mjgIRSJGSLOlpdF1qZkXmPaBWkaKQtHkozFGqkp2eOVfScl4eN7eJWgKWbF0lOUjqln9eR56mdYap03GmdZWqmd2egUcqWa6pgbeqmAwqn9CmnH/qmdWqhd7qEejqIfNqnfopQgLomgspqhPpLdGqo1oaof6eoi1oRjbptjwqp4CGpVVOpJgGlJqamgrqpGNapfv/6qR8JppnqAZeKQaVqqliAqj+2qizRqnLyqrAaqzw5qx5Vq7aKoLfaXbmKKqpqqqMqYEXKq0fgq3BWrLR2rESUrMq6rI3VrLv2rNC6q9HqBdN6nZRqrUiBrcoCrJkqrPsVqnoarvM1rnVarupFrNsqhe7pru/aZ9/Krsx3rvNqr/eKr/mqr/uaaPw6pfXqr9kZsIuZPekhVV+nTDdpa970FY4HsNvahi4HhGG4aSwpsV64hoKYiQPbD1ShdZh4HN+zHEE2GXfBPbxVFUBXhfEwsvq3Yvb3sM06aQVEs2/HHC97GX4hPRHrYgOUGS/mPtx1QAfGsQZXh0WGeKsBtNpeQRu0cbNuZxWHl4a6cWTvk7EZW7QpdLQ1W7JZl2OD0bSNiB0wRrV2prMwJrQ8m7XzFrJwB7LfIBa+AX9Ki7BQG0rTEQzVQRnIIUrN4RAVuLadFh4xG7hI6IWFiw4FAAA7)

Step 1:     Database row has PRODUCT = A001 and PRICE = 10

Step 2:    Connection1 starts  Transaction1 (T1) .

Step 3:    Connection2 starts  Transaction2 (T2) .

Step 4:    T1 reads PRICE =10 for PRODUCT = A001

Step 5:    T2 updates PRICE = 20 for PRODUCT = A001

Step 6:    T2 commits transaction

Step 7:    Database row has PRODUCT = A001 and PRICE = 20

Step 8:    T1 reads PRICE = 20 for PRODUCT = A001

Step 9:    T1 commits transaction

Here the problem is that Transaction1 reads 10 first time and reads 20 second time but it is supposed to be 10 always whenever it reads a record in that transaction. You can control this problem by setting isolation level as TRANSACTION\_REPEATABLE\_READ.

**Phantom read problem:**

The following figure illustrates Phantom read problem  :

![http://www.precisejava.com/javaperf/j2ee/JDBC_files/image010.gif](data:image/gif;base64,R0lGODlhPwIrAXcAMSH+GlNvZnR3YXJlOiBNaWNyb3NvZnQgT2ZmaWNlACH5BAEAAAAALAgAEwA2Ag8BgQAAAAAAAP///wECAwL/hI+py+0Po5y02otzC7wbroVfB2KliKbqyrbuC8fyTNfRCZ5XIOL8/rMJh8Si8YhMKos+gK7yBB6iEuryis1qt9yutpkLOj3j8rhEmvI8z+bIBxZ75/S6/Y7vxte/YJg/EmjGFobghramVkaW1+j4CBkpuUHSZ2lIKIioeWn2xrj5OSg3WWp6ipoaExW6CDjKGesJ+7lZOKuaq7vLy8vaaQssLKtzKBcs2Ku8zNw890v8Gjo9rBgN++esvc3dLQPtWUk7apw8iwiH7L3O3u7+Dh8vP09fb3+Pn6+/z4/CuNKnCoSAThaIc5FI4IcEBwuS6gcxIiQ/LR5SmkDQ4CoK/2gYiOkoMaRIPA/hvMGEkg0nih8XOjwDU4GfmXxoqhFmjGVBj1N2+hwJNCgWUgQDFnVpdGHSny0TJTzKsGfUpTJ3Lr1q6GfUrC6Fev3KpKpVpUjJtHyJ9ixZp0i7SmWaoyymhD2PZkSrkatWsHz7IpQK9anbsVjvNn0ZWKxPrIDJEm5reO/brhb9Wr5sohjFtDetxR3k9ljjRYMX3xQMyqxNTaElD96MObbs2Roq86SNO7fuDRh3+/4NPLjw4cSLGz+OPLny5cybO38OPbr06dSro6qEPbv27dy7e/8OPrz48eTLW5Fk2zrtAALau38PP778+fTr27+PP7/+/fz70/9Pr16ASLDnX4EGHohgggoqCKCADg5B4IISTkhhhRbK1+CDGs4Q4YUefghiiBjmkuGGX3UoYooqrnhgiSSZmBuKLM5IY43wuQhjjv7YyGOPM+KoY5Am+EhkkR4CKWSSGBnJZJMJIkkHlErqI6OTVl75H4lTWlYlll56KaUXYW5pT5dfntnkmGSuaaZ9HbTXpntvzkdCfmZW8l6caPqn5ppb6omhnALoGWGXhTJ4I6B77tenn0oqemOeHMBZ6KR5whkppoN2OCd7c2aKKaSL4tdoFqU62o6okhLIqqataophna/OOiisgoI66pNaoiqUqvF5SqmltP4naJ21HgvssZf/4ppri7vyCpSvyiaLYqtxHlqtq8j+ym2zukILrgPSbspqueaSK2yilpIrZ7qvLguvtwaeGq6G49o54bvy/lhvvwx9eC+dAe+LIL1LGOzvMgMTzDCjzybMz8INT+zmwxBTSXHGFiJ88XQSawwynB3X+3HIGnM8MnQlm0wxyke4nPIpK7PcMMxhxYzPzDQTbDMRPeMcybifQrquunTeR+jOdALNxT+K6VUmn7cqmiyoVSZdX9FKy8n0FndtBXbU/VUr7LnaZvvru+tO+uanoaZNqbbKNvtz171Rlg1M/xDyUd0HFzj02W/buurU29Zq7dzdLps4sDqr6HcNkcc42VhZ/33NSmm+FOxq26HiSSy6yHo+taHdNo74vpNzmCRsZnWWUSanOSPtoYfLfavVtuqbeO7xyu146vKu/k3rlLX1mOWucyP02ue6PXjh7Vbdqbla+w7r2tjnSrzdHmkWTN5npDEX7QBvjWb33sd4Pvpfqr/+eu7PP6Iq8MdvKv36c20//vA8vr/3Wcx/3gBgALF0PwJy6YD0S6AC+2JABjrJgQ8ESwQlyCQKqkCDFYQQBtHXnYmQyDwkLKEJT4jCFKpwhd3hk/aQdj3pLS50AruglWrSEEdw0B8dHIivbIc1xeXuakijoQ3TVAunCWeHMIqhm4y2qelNi3AyemHR2IZF0/+1a4u0gl765vIHJmpDjBtyopusCDx2/Sdd2xpW8GiYvbg57ogXOobTlNi0AfaQIQGbVafiRrhAGctTfyxdoHQXxeCZEUx5MQger0DGDETyQYs8WhoZZ7vFVS16gsMeETuXukwuSkqPHJAe96gGF1YqWKxUoxCHxkZYBktroNud2lw5KjWRj0uopET7PtijU5VyJJN0UCU5B8xgImSYECmmgI6ZTJ594zx/6V8vHRlNmv1slzBwJhSuic1smmxyzKzNKXsJTXHS7WXldIc31ZNOdebyYNRMFThlQkd5Qs5U7RzjPfmoz5PpoZ63ScU7rRPPgJ5pktx8wEEV8s8RzIv/jWdskxcBp7ha5pNfdyjnQ28Q0VRKjZOWFGIcF/RJQI5Th/00xUc9JjTpOY96VIzV9KpnLNHpbqMsemlnlOHT6CQUim5UqRYZl8aipjSQGQsqGHfh1OcMVZCzPNtFX3lJanWSWTxdUVTx+dWw/XOqcdTX6LZ30qIKr4uHRGvLtNRQEYZ0DBMtVytxuj23oXGtVp2hSd9qzZ/KNaRkZZRCUxTWKrR0KHOl6y8PC7BuLDYJiV1OYSGbQXbE9QuNvSxmi1TZyilWjKFNjmc/66PSuma0GlTtcU6LWh6ptlGTfYFrjQPb2NbotgCp7QY721XdMqiZBK0IcIW7TolstpqE/w0ucp0VWBr4liPHfe4oz7mK6Tq0utb9YnSZUNy7Nbe7e+KtEpZL3bnmlrwhMu9QwtvIiK6XvZGN0WTdu0Tn0lc/s7XDHUvC3f3eELtey87T0ANf40LNHy0FkMvmK+AK9fcR2FnwYIknGoCItqC86aZ+I1wx3FZYczp05GnQUT69bXg1v5XLOT4zk5gsE8QDLg53VpsHoiCPMaNhS16+1gNQ7NgxdskuC4+M5CQrOYVCdalYEhM7kPj4ySSWJJWVh+UNt7ix3SRwR3s85MQ8xiJQ2TKYk1fkLnNZzQaVmWbAnBopV5nFKdCxOVQTY1xoeM39wK+4vtlnPgd6HS6iif92gSroiHU20Qpus3oZzYIJExbSe3b0pCl9Dz8DR9OY3sGiO12Ply551KROspVBHQJJ59hbH57XqVH96utQmNWsjjWsLaBqktA6uZ6+dTxEvWvu2drXmp013WptAmL/z9jcQ3avlZ1eS6/62LzG9Zczk2CVeVmSOBCvRyQsRQotjFNlQxt0nx2lV3NaYdt+NpC/51Bx3zJfnFNbJmFLymuruCxqqcZJTDJidNqWjzipS7wlpFWmtqje2QPiXx2WbP9uhS6hEXKWKU7kKhMQZRbnMY6dAO4p0ntexdri7r6F7mf8lC57u3Ka/408VNqsKCphysFHLkpE1ZVtJp/buIf/zdmLZ7k0YmZ5xj9+mVxvucyW0zjIxX1ShC88ei9UOMRTXmBDv4Wbdn4xy2v+7tkofYM5kbHTdVYptJP8Unj9HZ+ATmin27jdbOZIsOcZ8V+vGznwQ1KrMVptQEO72Dq8+3XzPvgCMjuXzrZ24iEq68JTW9iIf/yfv9tRw5cX7pYXq5Ml3+zAR7vz/gQ940XvbdJfJ4QsLbXrX09Czqs+aNtBegf33sSJGNj2FcS9iXy6e94/0PdlbATfMnzp2SO4b12Xr/Jpz2EtC/z5Oc628BVIfHtlXfZ7zD4l36vLT1P/C9bvcHNhj/70qz88EDSYqNcP//iT8u80/tWJyg9S/9OPsvFQoH/980R3DAYzwDZ5eAcE/5dZmLdM27R4+4d6ioWARjJ2ZBc5BBh6lHeAEUgk3td/RmCBp4eBuOZ/EciBN4B/ddaA5cV/HDGCCFiClJBAHNdtDoVeTzdyuIRSTyJTM4VyIqiBGxiAjtRaAxdzA3FzKDVvUrdw9lZyVmcn3PaDqRWEgmUqRLhyloB83yZ1SZiDS9hwnlQwUBiFsjWFJyhdHrYZPOZgIZdzOrh2whNFJxeGmTGGZEhoZig5rGMVYCd9U8CGbvWGqsRzRgWIV+eDdbhbkoWHQsAxadgaTScuf+iEIwV4cLhXPdh/iJiItLOIPoOGniE+DaJ2rf90g2MTKW1XS4AjhprYUwN0aJQFi7imed6VgazoVQ/TibH4Mjswiwu1iraIWHCVi+eVgumzghjRgv9XWq/oNcW4UMcIgcC4Ty41jEFnfL0oQHRoJ1WXNU6UU0+0Rm0DYcMzCcyYbvqngg9ogviCO0bUVh/DhQEUVFQwgVGCjYykjUW0g6TYhEPUc390VVWEQR9VSvX4DPeIQL9YUYbDVyqlLrF0OAnHVR/0Th41hX9TgIdXi/zVOYNobvBiPRF5O/GSjJv4DNVYYq0nfyv5egrpjiPZOyblcAwpkSCZTGRkjqXwgklHNM7DSrBkVt+IiiNZOlc1P0yEkuUYYDrXhSX/aYD0NCYG2X0zQ5VO+ZTsRFsXGT/jKI1ZMyAoKZU9xJVduTQ+k5S+sJRkWUcQspOjN1ZWGWHbdJbM0JZ+MZZqeSPT5DdheXtwKWCNOJfbpYDXdJd4yT8UaEqDiU5+uV+lEpj2pF5Uw43huFT8wZhIlGqP6U5p+Y6T6IT3cpkJCAR1WXdvSSpEZTaDlCltB0ipiINlc0naJII4qZXrk06B00ZUd0h2tZpECYa5+UayOVp1wJe9pyp+5JHMklTklpxQRJOh9HCAhRLTKXGKKXOAMpOcopunE3XamVE1BZxwyDLMh4XEQZp8cZs+yS5ACZ4hWTi8WVUgeW9bY2g56RXn/2lBKxOa+4OFNXiO0maaSmiYNxV8xleb3lOYA1qcxseSDeqgD3pCA3ok44cZ+9ld+EmhOyKhG5OhC7ShEnagHaqhH5ovISqiqUai4maiJypJKVqiLHoi29iGsXIn67VJ6EJIFjpcMHqfp9mOJZVSJfNJMzqePNqj+hhu5RafH/mPGgU63xhIOjqHAGqkHCKjzxmTlSmSW4o6fiWlUxp5VSo5ltmRWjWjAsmlSSWTbqc0CyqmPeCjW7pVQZpVdXqjUXeUb0pMV9qaWZSkaUNuzymShHQ6ULozGKqnA1GKCpqoIaGfJOqmjcqLLopSKyqpG0CplWqdl4qimYqJnJoznv/6qaAqNqLqaqSKMaZ6qlSKqp2qqm+3qa0KBa+qirEqq0tCq2Nzq5mWq7q6q6HWq5b5q8AarPxlqbf6pcIVqcMqE8VqrLbKrJjqrKQSrfKQrLqFqMg6rdRarf+zrUhzrLJ6rbG1rN1qg99alqxqrkeIrva3rqnSrlnyrpoVr+kapvOqqPXqruqKr82qr3kJrfg6rqiVreL6rwDbr8xzsACYsAq7sCITsPMKoRNLseYRrg0LbQWLsRvLsR3rsR8LsugRsjyqsf5jn1xRIhaJFwR3lmFHcFVxEDW3DSW7lX1YeUYod44RfZWGsza3dQY3svRQEquxN32zbyhWUEUWcGCRg7RxdoX7Rg6KkYWjEbS/5nJHB2UZ926H4WOCIbUTp7NTgbVH94iiBRtV+w52lmb9+YioQXRi27WQ+LMnoTzM57NrWzlTqxZou5lDhmavobVk+7Zs4XFzK2ZhNracsRdZOLV8q1lvBhl4k2cwxnQ55IgxAWD8ZhfpEAuTqxS7hHwx67jEliE0O7pi17OnuwwFAAA7)

Step 1:     Database has a row PRODUCT = A001 and COMPANY\_ID = 10

Step 2:    Connection1 starts  Transaction1 (T1) .

Step 3:    Connection2 starts  Transaction2 (T2) .

Step 4:    T1 selects a row with a condition SELECT PRODUCT WHERE COMPANY\_ID = 10

Step 5:    T2 inserts a row with a condition INSERT PRODUCT=A002  WHERE

                   COMPANY\_ID= 10

Step 6:    T2 commits transaction

Step 7:    Database has 2 rows with that condition

Step 8:    T1 select again with a condition SELECT PRODUCT WHERE COMPANY\_ID=10

                and gets 2 rows instead of 1 row

Step 9:    T1 commits transaction

Here the problem is that T1 gets 2 rows instead of 1 row up on selecting the same condition second time. You can control this problem by setting isolation level as TRANSACTION\_SERIALIZABLE

**Choosing a right isolation level for your program:**

Choosing a right isolation level for your program depends upon your application's requirement. In single application itself the requirement generally changes, suppose if you write a program for searching a product catalog from your database then you can easily choose TRANSACTION\_READ\_UNCOMMITED because you need not worry about the problems that are mentioned above, some other program can insert records at the same time, you don't have to bother much about that insertion. Obviously this improves performance significantly.

If you write a critical program like bank or stocks analysis program where you want to control all of the above mentioned problems, you can choose TRANSACTION\_SERIALIZABLE for maximum safety. Here it is the tradeoff between the safety and performance. Ultimately we need safety here.

If you don't have to deal with concurrent transactions your application, then the best choice is TRANSACTION\_NONE to improve performance.

Other two isolation levels need good understanding of your requirement. If your application needs only committed records, then TRANSACTION\_READ\_COMMITED isolation is the good choice. If your application needs to read a row exclusively till you finish your work, then TRANSACTION\_REPEATABLE\_READ is the best choice.

**Note**: Be aware of your database server's support for these isolation levels. Database servers may not support all of these isolation levels. Oracle server supports only two isolation levels, TRANSACTION\_READ\_COMMITED and TRANSACTION\_SERIALIZABLE isolation level, default isolation level is TRANSACTION\_READ\_COMMITED.

**5. Close Connection when finished**

Closing connection explicitly allows garbage collector to recollect memory as early as possible. Remember that when you use the connection pool, closing connection means that it returns back to the connection pool rather than closing direct connection to the database.

**Optimization with Statement**

Statement interface represents SQL query and execution and they provide number of methods and constants to work with queries. They also provide some methods to fine tune performance. Programmer may overlook these fine tuning methods that result in poor performance. The following are the tips to improve performance by using statement interfaces

        1. Choose the right Statement interface

        2. Do batch update

        3. Do batch retrieval using Statement

        2. Close Statement when finished

**1. Choose right Statement interface**

There are three types of Statement interfaces in JDBC to represent the SQL query and execute that query; they are Statement, PreparedStatement and CallableStatement.

***Statement is used for static SQL statement with no input and output parameters,***

***PreparedStatement is used for dynamic SQL statement with input parameters*** and

***CallableStatement is used for dynamic SQL statement with both input and output parameters,*** but **PreparedStatement and CallableStatement can be used for static SQL statements** as well. CallableStatement is mainly meant for stored procedures.

PreparedStatement gives better performance when compared to Statement because it is pre-parsed and pre-compiled by the database once for the first time and then onwards it reuses the parsed and compiled statement. Because of this feature, it significantly improves performance when a statement executes repeatedly, It reduces the overload incurred by parsing and compiling.

CallableStatement gives better performance when compared to PreparedStatement and Statement when there is a requirement for single request to process multiple complex statements. It parses and stores the stored procedures in the database and does all the work at database itself that in turn improves performance. But we loose java portability and we have to depend up on database specific stored procedures.

**2. Do batch update**

You can send multiple queries to the database at a time using batch update feature of statement objects this reduces the number of JDBC calls and improves performance. Here is an example of how you can do batch update,

statement.addBatch( "sql query1");

statement.addBatch(" sql query2");

statement.addBatch(" sql query3");

statement.executeBatch();

All three types of statements have these methods to do batch update.

**3. Do batch retrieval using Statement**

You can get the default number of rows that is provided by the driver. You can improve performance by increasing number of rows to be fetched at a time from database using setFetchSize() method of the statement object.

Initially find the default size by using

Statement.getFetchSize();   and then set the size as per your requirement

Statement.setFetchSize(30);

Here it retrieves 30 rows at a time for all result sets of this statement.

**4. Close Statement when finished**

Close statement object as soon as you finish working with that, it explicitly gives a chance to garbage collector to recollect memory as early as possible which in turn effects performance.

Statement.close();

**Optimization with ResultSet**

ResultSet interface represents data that contains the results of executing an SQL Query and it provides a number of methods and constants to work with that data. It also provides methods to fine tune retrieval of data to improve performance. The following are the fine tuning tips to improve performance by using ResultSet interface.

        1. Do batch retrieval using ResultSet

        2. Set up proper direction for processing the rows

        3. Use proper get methods

        4. Close ResultSet when finished

**1. Do batch retrieval using ResultSet**

ResultSet interface also provides batch retrieval facility like Statement as mentioned above. It overrides the Statement behaviour.

Initially find the default size by using

ResultSet.getFetchSize(); and then set the size as per requirement

ResultSet.setFetchSize(50);

This feature significantly improves performance when you are dealing with retrieval of large number of rows like search functionality.

**2. Setup proper direction of processing rows**

ResultSet has the capability of setting the direction in which you want to process the results, it has three constants for this purpose and they are

FETCH\_FORWARD, FETCH\_REVERSE, FETCH\_UNKNOWN

Initially find the direction by using

ResultSet.getFetchDirection(); and then set the direction accordingly

ResultSet.setFetchDirection(FETCH\_REVERSE);

**3. Use proper getxxx() methods**

ResultSet interface provides lot of getxxx() methods to get and convert database data types to java data types and is flexibile in converting non feasible data types. For example,

getString(String columnName) returns java String object.

columnName is recommended to be a VARCHAR OR CHAR type of database but it can also be a NUMERIC, DATE etc.

If you give non recommended parameters, it needs to cast it to proper java data type that is  expensive. For example consider that  you select  a product's id from huge database which returns millions of records from search functionality, it needs to convert all these records that is very expensive.

So always use proper getxxx() methods according to JDBC recommendations.

**4. Close ResultSet when finished**

Close ResultSet object as soon as you finish working with ResultSet object even though Statement object closes the ResultSet object implicitly when it closes, closing ResultSet explicitly gives chance to garbage collector to recollect memory as early as possible because ResultSet object may occupy lot of memory depending on query.

ResultSet.close();

**Optimization with SQL Query**

This is one of the area where programmers generally make a mistake

If you give a query like

Statement stmt = connection.createStatement();

ResultSet rs = stmt.executeQuery("select \* from employee where name=RR");

The returned result set contains all the columns data. you may not need all the column data and want only salary for RR.

The better query is "select salary from employee where name=RR"

It returns the required data  and reduces unnecessary data retrieval.

C**ache the read-only and read-mostly data**

Every database schema generally has read-only and read-mostly tables. These tables are called as lookup tables. Read-only tables contain static data that never changes in its life time. Read-mostly tables contain semi dynamic data that changes often. There will not be any sort of writing operations in these tables.

If an application reads data from these tables for every client request, then it is redundant, unnecessary and expensive. The solution for this problem is to cache the read-only table data by reading the data from that table once and caching the read-mostly table data by reading and refreshing with time limit. This solution improves performance significantly. See the following link for source code of such caching mechanism.

<http://www.javaworld.com/javaworld/jw-07-2001/jw-0720-cache.html>

You can tweak this code as per application requirement. For read-only data, you need not refresh data in its life time. For read-mostly data, you need to refresh the data with time limit. It is better to set this refreshing time limit in properties file so that it can be changed at any time.

**Fetch small amount of data iteratively instead of fetching whole data at once**

Applications generally require to retrieve huge data from the database using JDBC in operations  like searching data. If the client request for a search, the application might return the whole result set at once. This process takes lot of time and has an impact on performance. The solution for the problem is

1. Cache the search data at the server-side and return the data iteratively to the client. For example, the search returns 1000 records, return data to the client in 10 iterations where each iteration has 100 records.

2. Use Stored procedures to return data iteratively. This does not use server-side caching rather server-side application uses Stored procedures to return small amount of data iteratively.

Out of these solutions the second solution gives better performance because it need not keep the data in the cache (in-memory). The first procedure is useful when the total amount of data to be returned is not huge.

**Key Points**

|  |
| --- |
| 1. Use Type two driver for two tiered applications to communicate from java client to database that gives better performance than Type1 driver. 2. Use Type four driver for applet to database communication that is two tiered applications and three tiered applications when compared to other drivers. 3. Use Type one driver if you don't have a driver for your database. This is a rare situation because all major databases support drivers or you will get a driver from third party vendors. 4. Use Type three driver to communicate between client and proxy server ( weblogic, websphere etc) for three tiered applications that gives better performance when compared to Type 1 &2 drivers. 5. Pass database specific properties like defaultPrefetch if your database supports any of them. 6. Get database connection from connection pool rather than getting it directly 7. Use batch transactions. 8. Choose right isolation level as per your requirement. TRANSACTION\_READ\_UNCOMMITED gives best performance for concurrent transaction based applications. TRANSACTION\_NONE gives best performance for non-concurrent transaction based applications. 9. Your database server may not support all isolation levels, be aware of your database server features. 10. Use PreparedStatement when you execute the same statement more than once. 11. Use CallableStatement when you want result from multiple and complex statements for a single request. 12. Use batch update facility available in Statements. 13. Use batch retrieval facility available in Statements or ResultSet. 14. Set up proper direction for processing rows. 15. Use proper getXXX() methods. 16. Close ResultSet, Statement and Connection whenever you finish your work with them. 17. Write precise SQL queries. 18. Cache read-only and read-mostly tables data. 19. Fetch small amount of data iteratively rather than whole data at once when retrieving large amount of data like searching database etc. |